**Char Data Type**

The char data type is a single 16-bit Unicode character. Its value-range lies between '\u0000' (or 0) to '\uffff' (or 65,535 inclusive).The char data type is used to store characters.

**Example: char letterA = 'A'**

**Operator Precedence Chart in Java**

|  |  |
| --- | --- |
| **Operator** | **Precedence** |
| **Bracket** | **( )** |
| **Prefix increment ,decrement and unary** | **++ -- + - ~ !** |
| **Multiplicative** | **/ \* %** |
| **Addititive** | **+ -** |
| **Postfix increment and decrement** | **++ --** |
| **Shift** | **<< >> >>>** |
| **Relational** | **< > <= >= instance of** |
| **Equality** | **== !=** |
| **Bitwise AND** | **&** |
| **Bitwise exclusive OR** | **^** |
| **Bitwise inclusive OR** | **|** |
| **Bitwise AND** | **&&** |
| **Bitwise OR** | **||** |
| **Ternary** | **? :** |
| **Assignment** | **= += -= \*= /= %= &= ^=** |

**MCQ Question**

**Question1 :**

public class P {

public static void main(String[] args) {

int a = 10, b = 5, c = 1, result;

result = a-++c-++b;

// result = a-(2)-(6)

// result = 10-2=8

// result = 8-6

// result = 2

System.out.println (result);

}

}

**Output: 2**

**Description of above code:**

If we think about the above code and think about the priority of operator then ++ operator having higher priority than – (binary minus) operator so ++ operator get executed before binary minus (- ) so your expression look like as after execution of ++ result=a-(++c)-(++b) means result=10-(2)-(6) after solve ++ operator we have the two binary minus operator present in equation so from left to right operator get executed means your equation get executed like as result=10-2-6 solve first result=8-6 solve later so final result is result=2.

**Question2:**

public class Second

{ public static void main(String x1[]) {

int x = 0, y = 0 , z = 0 ;

x = (++x + y-- ) \* z++;

System.out.println("X is "+x);

}

}

If we think about above code then its execution like as

Initially x=0,y=0;  
x = (++x + y--) \* z++;  
++x means first it gets incremented later gets initialised //++x=1  
y-- means it gets initialised first later gets decremented //y-- =-1  
z++ means first it gets incremented later gets initialised //z++ =1  
x=(1+ -1) \* 1  
x=0

**Question 3:**

class Numbers{

public static void main(String args[]){

int a=20, b=10;

if((a < b) && (b++ < 25)){

System.out.println("This is any language logic");

}

System.out.println(b);

}

}

**Description of above code**

If we think about the code initially value of a=10 and b=20 and when if statement get executed then (a<b) get executed the value of a is 20 and the value of b is 10 so the first condition get failed and we use the && operator in if condition so the rule of && is when first condition get failed then second condition not check by && so b++ not executed so the value of b is 10

**Question 4**

class MyClass

{

public static void main(String s[])

{ int i = 4;

int j = 21;

int k = ++i \* 7 + 2 - j--;

System.out.println("k = " + k+”\t J=”+j);

}

}

**Output: K= 16 J=20**

**Explanation of above code**

If we think about the above code we have the expression int k=++i \*7+2-j—

Here we initialized the value i=4 and j=21 in this express we use the ++i this is the pre increment and pre increment having higher priority than \* , + ,- and post increment so ++i get executed very first so after executing ++i your expression like as int k =5\*7+2-j-- after so the ++i we have the \* (mutliplicaton) is higher priority operator so \* multiplication executed after multiplication our code is like as int k=35+2-j—after solve multiplication we have the + and – operator so + and – having same priority from left to right so + get executed first after + execution our equation is int k=37-j-- after solve + we have the two operator - and j- - Here j- - is post increment so post increment having less priority than arithmetic operator so minus (-) operator solve first so your equation like as int k= 37-21 so k=16 and after initialized k value j will decrement so the value of j is 20

**Example**

class IncDec

{ public static void main(String s[])

{ int a = 1;

int b = 2;

int c;

int d;

c = ++b;

d = a++;

c++;

System.out.println ("a = " + a);

System.out.println ("b = " + b);

System.out.println ("c = " + c);

System.out.println ("d = " + d);

}

}

**Output**

a = 2

b = 3

c = 4

d = 1

**Description of above code**

In above code a is initialized as 1 and b is initialized as 2 c and d is not initialized if we think about the statement c = ++b then it is pre incremented means first increase the value of b means c=3 and if we think about the statement d = a++ here a++ is post increment means first value of a is initialized in d means d=1 and then a++ executed means 1 increase by 1 from 1 to 2 so a=2 and again c++ means c is also increase by 1 means c was 3 so is c is increment by 1 so c=4

When we print the a it will print 2 when we print the b it will print 3 and when we print c it will print 4 and d is 1

**Example**

**package** org.techhub;

**public** **class** Demo

{

**public** **static** **void** main(String[] args)

{ **int** i, j, k, l = 0;

k = l++;

j = ++k;

i = j++;

System.***out***.println("I is "+i);

}

}

**Output**
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**Code Description**

If we think about the above code then we have the four variables i, j, k, l=0

If we think about k=l++ here we have the post increment so the initial value of l is 0 this value initialize in k first and after that l++ execute means after execution of this statement k=0 and l=1 and if we think about the j=++k statement here ++k is pre increment statement means first ++k execute and then value initialized in j means k =1 first and then value initialized in j means j is also 1 and if we think about the i=j++ here j++ is post increment means first value of j is initialized in i and then j++ execute means the value of i=1 and j=2 so output is 1

**Example**

**package** org.techhub;

**public** **class** Demo {

**public** **static** **void** main(String[] args) {

**int** dailywage = 4;

**int** number\_of\_days = 5;

**int** salary;

salary = number\_of\_days++ \* --dailywage \* dailywage++ \* number\_of\_days--;

salary =- dailywage;

System.***out***.println(dailywage + " " + number\_of\_days + " " + salary);

}

}

**Output**
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**Description of above code**

If we think about the above code we have the three variables dailaywage=4 number\_of\_days=5 and salary

If we think about the statement salary=number\_of\_days++ \* --dailywage \*dailywage++ \* number\_of\_days- - in this expression top most priority operator is - -dailywage and - - dailywage execute very first after executing - - dailywage your expression look like as

salary= number\_of\_days++ \* dailywage \* dailywage++ if we put the values in this expression then expression look like as salary=5 \* 3 \* 3 so we have the two operator in expression ++ and \* but ++ in the form of post increment and post increment having less priority than \* so first multiplication get executed and result of multiplication stored in salary so salary=45 after solve the multiplication ++ operator get executed number\_of\_days++ before increment number\_of\_days=5 so it will increase by 1 and number\_of\_days=6 and after that dailywage++ execute so initially dailywage =4 but previous it is decrease by 1 with pre decrement operator so dailwage=3 at the time of multiplication but now dailywage++ execute so it will from 3 to 4 means now current value of dailywage=4 and after that number\_of\_days- - execute so number of days previous number\_of\_days=6 here again number\_of\_days decrease by 1 so it will again 5

and if we think about the statement salary = - dailywage so dailywage was 4 previous and when we initialize it in salary using negative sign then it will stored as -4 in salary and if we think about this statement System.***out***.println(dailywage + " " + number\_of\_days + " " + salary);

So we get the output 4 5 -4

**Example**

**package** org.techhub;

**class** Demo

{ **public** **static** **void** main(String s[])

{ **int** i = 34.0;

**int** j = 7;

**int** k = i % j;

System.***out***.println("k = " + k );

}

}

**Output: compile time error**

If we think about the above code we try to store int i=34.0 in integer and 34.0 is double value so we cannot store in integer directly so it will generate the compile time error at run time.

**Example**

**package** org.techhub;

**class** Demo

{

**public** **static** **void** main(String s[])

{

**int** x = 42;

**double** y = 42.25;

System.***out***.println("x mod 10 = " + x % 10 );

System.***out***.println("y mod 10 = " + y % 10 );

}

}

**Output**
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**Code description**

If we think about the above code we try to apply the % mod operator on double value but after jdk 1.7 version of java % (mod) can apply on floating value so the result is mention above

**Example**

**Which of the following statements is true?**

* **1. When a = 5 the value of a % 2 is same as a - 4**
* **2. When a = 3 the value of a \* 3 \* 3 is greater than ( a + 10 ) \* 3**
* **3. When a = 7 the value of a \* 7 \* 3 is greater than ( a \* a + 7 \* a + 3 )**

Output: 1 and 3

**Code Description**

Statement 1: a = 5. a % 2 = 5 % 2 = 1anda - 4 = 5 - 4 = 1. Both values are equal. So statement 1 is true.  
Statement 2: a = 3. a \* 3 \* 3 = 27 and ( a + 10 ) \* 3 = ( 3 + 10 ) \* 3 = 13 \* 3 = 39. But 27 is not greater than 39. So statement 2 is false.  
Statement 3: a = 7. a \* 7 \* 3 = 147 and ( a \* a + 7 \* a + 3 ) = ( 7 \* 7 + 7 \* 7 + 3 ) = ( 49 + 49 + 3 ) = 101. 147 is greater than 101. So statement 3 is true.  
  
**Extra Tip**: Operator Precedence (highest to lowest)  
\* / % left to right (associativity)  
+ - left to right (associativity)

**Example**

**package** org.techhub;

**public** **class** Demo {

**public** **static** **void** main(String[] args) {

System.***out***.println(10 \* 5 + 100 \* (25 \* 11) / (25 \* 10) \* 10 - 5 + 7 % 2);

**int** zx = (10 \* 5 + 100 \* (25 \* 11));

**int** yz = ((25 \* 10) \* 10 - 5 + 7 % 2);

System.***out***.println(zx / yz);

}

}

**Output**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAL4AAABMCAIAAABcTJrYAAAAAXNSR0IArs4c6QAAAAlwSFlzAAASdAAAEnMBkSeJvwAABHpJREFUeF7tnT92ozAYxPGexaTI2xPgE+AqN0hnl3aTbst0aaDEXW6wlTmBOUFeCsNdsgKEwTZ/JPCD0TJU2fgTGs/8IiTBYxfn8zmKIosHHdB0YCHQsW1bsxXL6YD1ix7QgX4OEJ1+vrEVRx0y0NcBjjp9nZt9O6IzewT6GkB0+jo3+3ZEZ/YI9DWA6PR1bvbtiM7sEehrQCs6SRJuV4vsWPlJdxe69dkZE192odJLEvr+drUqWygq69bOCm0HxI2In/sjPnobp3oux4tryi6/0q0vG3rVblp6ueuhUNehrE01PxvigHWLTjUiZyMIyiNqDEi3/lrsUZ5ectDUS3wBzHE23jFuxXiIHWyr7sAtOkWWgposn8u/G0Yd3forZbKx4x0lGvXolBpyTTwgHLid67hv3ib9uz4F7lLl4qdbXzlnuF0fsvHsc9d25z7x39Mya3M87dQ0qehmzXAH6uc6F6y7Rp1b/pXri8LNUZyiuCDVjDqyLivjgeTARItzOeKIoSRwW/EP/+ZDzkt72fA/IZ5B14FJ0CmvQR3gWMn5K5ukP1tiWX67Kl9t/VBhy0DXEtarOTABOon/uk+faO0ccURN/J09+xrt1/Z6f7h+EjaKDuLXqy3xUYv60VWjo6MDTuXLykV5ucISmwLZjlB0WL+qbFc+2jieb2R0CnAc701l8iKvV+kq7BSI9dWyXPUt3d1Jzq6j/UfIJEd3YFR0SnA+d0pL/+XT7zZHlrs/+Zbi15lznv8anfAjm+OkGzlK4JRmRN9xvTP2c37Vavp8dD9n1OGIo45cZ4s5r53fUi0PO2MqnQ4XH8nbrRKNxmFFTqNnFBjOVx0RnT5furhiNQwrxVyI2z59zB3YZkR03KBxL/R+N/kkr2nuSz6bObzXLKPkFZAbhgMh6Nd8RHT6CXSD/FaEuJZVt3CyHcLsHpjS/lC/vtmq1YG7hy6uHqCpb1q91VQ+D9HcTecjNS33sPLb91fPDlU6Eo9g8Gb6RDe24EedlBM3OMWx4McpCRI/i8dCxA1+3cUaR5JHOcDXFTzKydmdx4hRZ3apGPGFiY4RMSGKJDqIqRihiegYEROiSKKDmIoRmoiOETEhiiQ6iKkYoYnoGBETokiig5iKEZqIjhExIYokOoipGKGJ6BgRE6JIooOYihGaiI4RMSGKJDqIqRihiegYEROiyOnfJYjoCjUpONCATvbU+MK21we1/ypLt15BGUvAHbhDR0KQvlfCqrxLsPFr6NaD+0F5yg7cohN+ZNCk1MQ/4q1wTx1n0q1XFsZCdAcmfJcgujXU1+7A3QVruQvS15Eo+6Zbr3xiFoI7wMU5eEC48ogObjbgyogOeEC48ogObjbgyogOeEC48ogObjbgyogOeEC48ogObjbgyogOeEC48ogObjbgyogOeEDA8iDeJTjR2/DY7RAHOOoA/1ljS+O7BLHzAVbHUQc4HGxpRAc7H2B1RAc4HGxpRAc7H2B1RAc4HGxpRAc7H2B1RAc4HGxpRAc7H2B1RAc4HGxp/wAieOp3bwoTPAAAAABJRU5ErkJggg==)

Example

**package** org.techhub;

**class** Demo{

**public** **static** **void** main(String args[])

{

**int** var1 = 42;

**int** var2 = ~var1;

System.***out***.print(var1 + " " + var2);

}

}

Output

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJ8AAAA3CAIAAACdNg80AAAAAXNSR0IArs4c6QAAAAlwSFlzAAASdAAAEnUBx30uOQAAA6ZJREFUeF7tW72ZozAQxVeLuWC/rQAqsKPt4DIc2gVcuJkTCO1sm4AKTAX7bWCowJE78AmDMAYkhEYHY33jaH806M178yRG2l1cr1eHfy6Xi+u69bf0xasz8OvVEyD8EgYWLe+maUp8WcNAW11ama2RliVCK7NNarZzIXVJXZsZsDk38i6pazMDNudG3iV1bWbA5tzIu6SuzQzYnNs47+aRv+AfP8r7icmTaOP7jYH+JkoEYyemdhg/A/+MfsFSQYN/NF3snLn+nM/nm+SThV7j8V6YdcZmcdAc0gTjBbHs2VP8bhh/HIj568t3CtSQOUZ4N9nv5DcMebJfH4shTMmMS88FT49rodtHl6RWwCD+4qleEIYP8IzZrE5g524SrYlnDFL1blXWXhhXDu6tZeZdpmy73GpLzOhfNfwCo/AEZsSvZWFF7yab9bGo7PBrK73dXx1Oh9WyXayrj2rF+z7PtP+q4hfYzH0TbTgz+lJhaiV1K26c4O+2o5zCHI7D2Ul/MqXxhgeB8RvGM9njFNStuYkPK01c2U+5Y3tvM/xdDxw/37GDD10CNHmDhg2qm0efxZrsBPraOvn5u8T5/lvP+4Asgfjv7V21K2Xa1Q3ADwuVv1XxJqLxOsF/pN4hzPhSpYP/uXG6sxv0dH9arzkTB0m9m0d/7k0QyLdRWfqwp+hVsAn895mPO9f3sRzJjOFC7F2BSUd593E8YKiZ6DEWz7Y9gwn8rN3N4rA+ounp9iZ247jphN7ldV80QZqbZVLtWEUnNfmeZQB/UTbL5XK1PZyqSjmu9691oCHwbt38d44mFL37MJn6Bj2uMKWjwfhFJzKG1iCDqUoe5fSrKztw7az7XflmlvZ2A+LvIazn/WwahSCzDHZEY/bwciy7iHHLE2km+0l3WR8/7/+NqFr2WTp2/cxUz5nrEpKvzLO7drDUFXeW5+e86EGzUe/mycY21+b344xF2dRBOkN9/wEiTapbXABWUNKdW1/zt77Ae43WvNvnoF13vStvNdnF4MudVZlUF1BkWEM9r7zwvd1O2+7dF1bUNS76LzH0EgEAkncB5KEPJXXRSwQASOoCyEMfSuqilwgAkNQFkIc+lNRFLxEAIKkLIA99KKmLXiIAQFIXQB76UFIXvUQAgKQugDz0oaQueokAAEldAHnoQ0ld9BIBAJK6APLQh5K66CUCACR1AeShDyV10UsEAEjqAshDH0rqopcIAJDUBZCHPpTURS8RAOA/aUoXaOCbJ/cAAAAASUVORK5CYII=)

**Code Description**

Unary not operator, ~, inverts all of the bits of its operand. 42 in binary is 00101010 in using ~ operator on var1 and assigning it to var2 we get inverted value of 42 i:e 11010101 which is -43 in decimal.

**Example**

package org.techhub;

class Demo {

public static void main(String args[]) {

int a = 3;

int b = 6;

int c = a | b;

int d = a & b;

System.*out*.println(c + "\t" + d);

}

}

Output

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALAAAAAsCAIAAABKcaUxAAAAAXNSR0IArs4c6QAAAAlwSFlzAAASdQAAEnYBJwyuXwAAAjFJREFUeF7tmzFSwzAQRWPOgikynMA+AUPPEZwSGjpKOpqk5SDxDXwCJoXtuxg5wnLMxJZgIm1m9FSlUCzr78vXaqUkdV2nabqiocBRgUQBUVUVaqCAVqAHAoeABqPAjfmUJAm6oMAIBFqggFIAIMBgogBAAARAwMC8AjgEdOAQMIBDwICjAiwZjkLF0m0KRLlR5Sl725SxyCM1z7bcbfI8N6HI882ubIO8jSpdd8emRuv2hdOYxV5/heZBgWZfZDNRyAIIv5oAsTy/ZqvfNNs2HoTgkb0CCgdNgwp+M8h8woh37f8AxPCqATCNGg7lEAqG3xIY8/YsvzMQ2IMwpcY6/Pqz6y6j/Hg5Xpoo3p5vnfIMOl1YgXStF+zq0Fz4yf8oTLW790+dPbw++Hwbnj2vQHPQ15iytdf7bU4OMdhD9vSIPQhB29ZfeuT7O78xsO8yhuxh5TmdEV6jr3v4UDllZ08qAyUz1x0P2bczP8kAv0krEGw2ZWHoTqqFISzaAgSbTWEcxrKl95LUT8F6MYfAHkR5GJeKQDT0JxgLQJBNSuIgQcMyEGSTcjwI0bAEBPYghoMcDQtAYA9CPJjjTqFD5fM5BPYghIPjjRSP+8+zpWtTquboQqhQLTfs+GdfdV2rX0JocSvgdLgVt0RxzR4g4oq3dbYAYZUorg4AEVe8rbMFCKtEcXUAiLjibZ0tQFgliqvDCARFiLgiPzNbHAIMJgoABEAABAzMK4BDQMdEgW8rMH9yXY6WkAAAAABJRU5ErkJggg==)

And operator produces 1 bit if both operand are 1. Or operator produces 1 bit if any bit of the two operands in 1.

Example

**package** org.techhub;

**class** Demo {

**public** **static** **void** main(String args[])

{

**byte** x = 64;

**int** i;

**byte** y;

i = x << 2;

y = (**byte**) (x << 2);

System.***out***.print(i + "\t" + y);

}

}

Output
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Example

**package** org.techhub;

**class** Demo {

**public** **static** **void** main(String args[])

{

**int** x;

x = 10;

x = x >> 1;

System.***out***.println(x);

}

}

Output
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Example

**package** org.techhub;

**class** Demo {

**public** **static** **void** main(String args[])

{

**int** a = 1;

**int** b = 2;

**int** c = 3;

a |= 4;

b >>= 1;

c <<= 1;

a ^= c;

System.***out***.println(a + " " + b + " " + c);

}

}

Output
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Example

public class UnaryOperators {

public static void main(String[] args) {

int i = 5;

System.out.print(i++);

System.out.print(++i);

System.out.print(i--);

System.out.print(--i);

}

}

Output

**5775**

**Example**

public class ShiftOperators {

public static void main(String[] args) {

System.out.print(8<<2);

System.out.print(",");

System.out.print(8>>1);

}

}

Output:

**32, 4**

**Example**

public class BitwiseNotOperator{

public static void main(String[] args) {

int i = 50;

System.out.print(~i);

System.out.print(",");

System.out.print(~--i);

System.out.print(",");

System.out.print(~++i);

}

}

Output

**-51,-50,-51**

**Example**

public class RelationalOperators {

public static void main(String[] args) {

int a = 4;

int b = 5;

System.out.print(a>b);

System.out.print(",");

System.out.print(a<b);

}

}

Output

**false , true**

**Example**

public class LogicalOperators {

public static void main(String[] args) {

int a = 5;

int b = 10;

boolean flag = a>b;

System.out.println(!flag);

}

}

**Output**

True

**Example**

public class TernaryOperators {

public static void main(String[] args) {

int a = 10;

String result = a > 5 ? "Hello 1" : "Hello 2";

System.out.println(result);

}

}

**Output**

**Hello 1**

**Example**

class Ques

{

public static void main(String args[])

{

byte b = 12;

int y = b;

b = b + 10;

System.out.println(b);

}

}

**Output**

The program will lead to compile time error as explicit casting is required in the line, b = b + 10.

**Explanation**

When you compile the above program, a compile time error occurs in the line, b = b + 10 as explicit casting is required to assign an int value to a byte type. In the preceding program the byte type variable is declared and initialized to the value 12. Then the value of byte variable is assigned to the int variable, y as assigning byte type value to an int variable is possible. However the compilation error of loss of precision will occur while incrementing the byte type value with 10, i.e. int value. Therefore A, C, and D are incorrect options

**Example**

**Which of the following are valid declarations of the main () method?**

A. static main(String args[]){ }

B. public static String main(String args[]) {… }

C. public static void main(String args[]) {….}

D. final static void main(String args[]) {….}

**Output:**

The correct option is C.

**Explanation:** The following is a valid declaration of the static method: public static void main(String args[]) { //implementation of the main method }

Therefore, the correct option is C since the return type of the main method is void and is declared as static

**Example**

**Ram as a developer was asked to create a program using switch…case within for loop. Ram created the**

**following program:**

class Ram {

public static void main(String args[])

{

int z=3;

for(int i=0; i<2;i++)

{

z++;

switch(z)

{

case 3:

System.out.print(z=z+1 +” “);

case 5:

System.out.print(z=z+2 + “ “);

break;

default :

System.out.print(z=z+8 + “ “);

case 6:

System.out.print( z=z+4 + “ “);

}

z--;

}

}

}

**Output**

12 16 24 28

**Explanation:** Option D is correct Initially the variable z is initialized with 3, which becomes 4 inside the for loop therefore, the cases before default becomes false and default statement prints 12 then statement following default is executed because break is not used after default and therefore 16 will be printed. Then, the value of z decreases by 1 and becomes 15. Now, for loop executes once again and z becomes 16 and same process continued and z becomes 24 in default case and 28 in next case. Option B is incorrect because for loop is executed two times. Option A is incorrect because value of z is 4 and none of the case statement is 4 and same is the case in option C.

**Example**

Imagine, you as a student provided with the following program during a class test

class Student {

public static void main(String args[]){

int z=6, k;

for(int i=0; i<2;i++) {

z++;

switch(z) {

case 3: System.out.print(z=z+1 + “ “);

case 5: System.out.print(z=z+2 + “ “);

break;

default : {

for (int x=10; x>3; x++) {

System.out.print(x=k+x + “ “);

}

}

case 6: System.out.print( z=z+4 + “ “);

}

z--;

}

}

}  
**What would be the output of the preceding program?**

A. Program will display 8 10 as an output

B. Program will not compile successfully

C. Program runs infinity endless

D. Program will display 8 10 10as an output

**Output:** Option B is correct.

**Explanation:** Option B is correct. Program will not compile because k is not initialized.   Option C will be correct when k is initialized but this time it is incorrect.   Options A and D are incorrect because the program will not compile successfully.

**Example**

**Ram as a student was provided with the following code snippet**

public void Ram(float c) {

switch (c) {

case 5:

case 7:

case 2:

default:

case 9.5:

}

}

After viewing the code snippet Ram was asked to notice the problems in preceding code snippet on the basis of the rules regarding switch…case statement. Following are the options from which Ram has to choose the correct answer.

A. There is no problem in the code snippet

B. Switch cannot evaluate float value

C. The default statement cannot be used between case statements

D. All cases must be in increasing order

**Output**

Option B is correct.

**Explanation:** Option B is correct because switch…case statement can evaluate to a char, byte, short, int, or enum. Therefore   Option A is incorrect because float value is being used as a case, which is not allowed.   Option C is incorrect because default can be used anywhere in switch…case block.   Option D is incorrect because it is not necessary that cases must be in increasing order.

**Example**

Sheela as a faculty given following options to her students and asked them to choose the correct options:

A. A switch statement can only evaluate to float and double values

B. A switch…case block must have break statements after every case

C. Switch case must be similar to switch expression type

D. A switch…case can be nested like nested if…else

**Option D is correct.**

**Explanation:** Option D is correct because it is a fact.

Option A is incorrect because a switch…case cannot evaluate float and double.

Option B is incorrect because there is no need to have break statement after every case. Option C is incorrect, for example, your case expression is of char type but you used 65 as case label then internally that 65 is recognized as char A. Therefore, case expression and case label can be varied but must take attention before using them

**Example**

Shyam during an interview was provided with following code and asked to review the program

public class Sam

{

public static void main(String args[])

{

int x=0, i=0;

for (int y=0; y>=i; ++y,i++) {

System.out.println(y);

System.out.println(i);

}

}

}

**After reviewing the code he was asked to predict the correct options among the following:**

A. Program will print 0 0 for first time

B. Program results in an endless loop

C. Program will not compile because declaration is not allowed inside the for loop

D. Program will successfully compile and print 0 0 on execution and then terminates

**Option B is correct.**

**Explanation:** Option B is correct because the value of y will always be equals to i and therefore loop will never terminates so, option A is incorrect.

Option C is incorrect because declaration can be done inside the for loop.

Option D is incorrect because program will successfully compile but when executes it becomes an endless loop.

**Example**

Rani during an interview was shown the following program:

class Rani {

public static void main(String args[]) {

int x = 0;int y=9;

for ( ; x<y; ) { x++; y++;} // (a)

for (x; x==y; --x) continue; // (b)

for (x=0; x<5; ) { x++; } // (c)

for ( ; ; ) ; // (d)

}

}

What would be the output of the preceding program from the following options?

A. Program will successfully compile and executes but does not print any value

B. Program will successfully compile and becomes endless because of loop d

C. Program will not compile because loop b is syntactically incorrect

D. Program will not compile because loop a has only expression part but missing initialization and Increment/decrement part

**Option C is the correct answer.**

**Explanation:** Correct answer is option C because the loop is not initialized. Therefore, options A and B are incorrect. Option D is incorrect because syntax of loop is correct.

**Example**

Shyam was given the following code snippet during an interview and asked to choose all correct decisional and loop statements:

int y=9;

for ( ;true ; ) { break;} // 1

if(y==9) { break; } // 2

switch(y) {default: break;} // 3

do ( ){ // code } while(expression); // 4

while ( ) { //code } // 5

**Options:**

A. Statement 1 and 3 are correct B. Statement 1, 2, and 3 are correct

C. Statement 1, 3, and 5 are correct D. Statement 1,4, and 5 are correct

E. Statement 1, 2, and 4 are correct

**Correct option is A.**

**Explanation:** Correct option is A. Reason for all other options can be verified on the basis of following facts:

The break statement can only be used in looping constructs and if need to use with if then if must be inside a loop the do… while do not have expression part with do i.e. do ( ) .The expression is used in while block. The while block

Cannot be used without specifying expression.

**Example**

Shyam was given the following program by his teacher

class Sam {

public static void main(String args[])

{

int y=2;int i;

for (i=0; i <= 3; i++) {

if (i == 2) {

break;

}

else

{

y++;

}

}

System.out.println(i + ", " + y);

}

}

**What would be the output of the preceding code?**

A. Program will display 2 , 2 as an output

B. Program will display 2 , 3 as an output

C. Program will display 2 , 4 as an output

D. Program will display 1 , 2 as an output

**Option C is the correct.**

**Explanation:** Option C is the correct output. Inside the for loop condition i==2 is checked and when it Evaluates to false the value of y will increment by 1. This process continues until i is not equal to 2. When the condition i==2 evaluates to true then the loop terminates and the vales of i and y are printed.

Rest all of the options are incorrect as they are representing incorrect output.

**Example**

Sheela after attending a lecture on for statement was shown the following for statements to choose the correct for statement:

A. for( int j=2; j\*j==4, j<4; j++) B. for (int j=3; j/2==1; j++)

C. for (int j=3, long k=0; j>k; j++) D. int k, j; for (j=3, k=2; k==j‐1; k++, j‐‐)

**Options B and D are correct for statements.**

**Explanation:** Options B and D are correct for statements.

Option A is incorrect because multiple conditions cannot be used in for statement. Option C is incorrect because different type of initialization variable cannot be declared inside the for loop rather they can be declared outside the for loop.

**Example**

**Shyam works in a xyz company and he designed the following program:**

class Shyam {

public static void main (String args[]) {

int x=2; int y=6;

if( x!=y || (y\*=x)!=x) {

System.out.println(" Not equal");

}

else{

System.out.println(" Equal");

}

}

}

What happens when he compile and run the preceding program?

A. Program will display Equal

B. Program will display Not Equal

C. Program will not compile successfully because if statement is not correct

D. Program will compile but not executes

**Option B is the correct answer.**

**Explanation:** Option B is correct because the first expression in if statement evaluates to true therefore Second expression is not checked and the statement in else block is displayed. Option A is incorrect because if statement evaluates to false. Options C and D are incorrect because the program compiles and executes successfully

**Example**

**Rems and Sam while preparing for Java certification created the following program:**

public class Rose{

public static void main(String[] args)

{

char x = 'a';

switch(x)

{

case 66: System.out.println( "B" +” “);break;

case 72: System.out.println( "H"+ “ “);break;

case 97: System.out.println("a"+ “ +);

case 89: System.out.println( "Y" + “ “);break;

default: System.out.println( “default”);break;

}

}

}

**What would be the output of this program? Choose the correct option from the following options:**

A. Program will display a Y default

B. Program will display a Y

C. Program will not compile successfully because break cannot be used with default case.

D. Program will display A

**Option B is the correct answer.**

**Explanation:**

Option B is correct because ASCII equivalent of small a is 97 and because break is not used so, statement following this case is also displayed. Option A is incorrect because break statement is used in case 89 (ASCII equivalent of Y).

Option C is incorrect because break can be used with default statement.

Option D is incorrect because ASCII equivalent of capital A is 65, which is not a case in this program.